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Abstract—Microservices are a new and rapidly growing ar-
chitectural model aimed at developing highly scalable software
solutions based on independently deployable and evolvable com-
ponents. Due to its novelty, microservice-related discussions are
increasing in Q&A websites, such as StackOverflow (SO). In
order to understand what is being discussed by the microservice
community, this work has applied mining techniques and topic
modelling to a manually-curated dataset of 1,043 microservice-
related posts from StackOverflow. As a result, we found that
13.68% of microservice technical posts on SO discuss a single
technology: Netflix Eureka. Moreover, buzzwords in the microser-
vice ecosystem, e.g., blue/green deployment, were not identified
as relevant subjects of discussion on SO. Finally, we show how
a high discussion rate on SO may not reflect the popularity of a
certain subject within the microservice community.
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I. INTRODUCTION

In the traditional monolithic architecture, a software system
is constructed as a single logic unit that aggregates several
services that share the same computational resources (e.g.,
memory space, CPU processing and database) in order to
provide business functionalities [1]. Although monolithic ap-
plications are simple to be developed, they present limitations,
such as difficulties to maintain and evolve, followed by ineffi-
cient scaling of computational resources, which may cause an
over(under)provisioning of those resources [2].

With the advance of cloud computing and containerization
technologies, microservices arise as a novel architectural style
to develop a single application as a collection of independent,
well-defined, and intercommunicating services [1][3]. Since
microservices can be individually scaled, they provide an
efficient manner to allocate computational resources, enabling
flexible horizontal scaling in cloud environments [4].

For this reason, this new architectural style has been adopted
by notorious tech companies, such as Netflix, Uber and
LinkedIn [5], which, in turn, is pushing both industrial and
open source software development through continuous contri-
butions of open source tools backed up by large cloud comput-
ing providers such as Microsoft and Amazon [6]. Furthermore,
recent studies have proposed processes and frameworks to
migrate legacy monolithic systems to a microservice-based
architecture, thus benefiting companies that desire to reuse and
evolve their current systems [7][8][9][10].

Due to its novelty, the microservice architecture has brought
new (and evolved existing) concepts, technologies and tools
from both software engineering and distributed systems [6],
which is reflected in the rapid increase of discussions about

the subject in Q&A websites, such as StackOverflow (SO).
Although SO has been successfully used in studies regarding
different domains, such as mobile applications [11][12], cloud
computing [13], software architecture [14], and web-based
communication systems [15], to the best of our knowledge,
there is no work that investigates how microservices are being
debated in SO. This analysis is important since it may guide
both academic and industrial research towards solutions that
have the potential to impact real-world software engineering
practitioners with respect to this new architectural style.

Therefore, this paper presents an analysis that aims at
answering two research questions: “what microservice-related
subjects are developers discussing on StackOverflow?” (RQ1)
and “what microservice-related subjects receive the most at-
tention from developers?” (RQ2). The contributions of this
paper are threefold: (i) a categorization of microservice-related
discussions in SO; (ii) a replicable framework for extracting
technical and conceptual subjects from discussions in SO; (iii)
a manually curated dataset of microservice discussions in SO.

II. BACKGROUND AND DEFINITIONS

Our goal is to study discussions on SO, i.e., exchanges of
ideas between two or more people concerning a certain subject.
Therefore, questions that received no answers, or questions in
which all the answers were given by the question’s author are
not interesting to our study. Moreover, since comments on SO
do not consist of a response to the question [16], we have not
considered them in our study. Hence, we define a discussion
on SO as being a combination of a question and one (or more)
answers, where there is at least one answer whose author is
not the author of the question.

On StackOverflow, a user has the choice of selecting one
or more tags to describe a question. The set of tags is mostly
used to indicate the question’s subjects and to identify other
SO users that might be able to provide an answer to the
question. For this study, we consider as microservice-tagged
the discussions in which the question’s author employed the
‘microservices’ tag. Note that SO enforces that variations on
the spelling of microservices will always be mapped to the
same tag. Moreover, we noticed that not all microservice-
tagged discussions concern microservice subjects. Thus, we
consider as microservice-related the subset of discussions
that actually discuss ideas, notions and concepts related to the
microservice ecosystem. More details on the identification of
microservice-related discussions are provided in Section III-B.
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Fig. 1: Framework for extracting technical and conceptual
subjects from discussions on SO. Phase 1 identifies relevant
microservice discussions, and phase 2 performs a manual anal-
ysis to identify technical and conceptual discussions. Phase 3
employs topic modelling to group the discussions into subjects.

III. EMPIRICAL STUDY DESIGN

Our goal is to study microservice-related discussions on
StackOverflow. Hence, we ask two research questions:
RQ1: What microservice-related subjects are developers dis-
cussing on StackOverflow?
RQ2: What microservice-related subjects receive the most
attention from developers?

Our supporting website [17] presents a complete replication
package for our study, including the raw data and outcomes
for all steps of our experimental methodology and analyses.

A. Identification of relevant discussions on StackOverflow

In this paper, we make use of the SOTorrent dataset [18]
(release 2018 09 23). The framework we employed to iden-
tify microservice-related discussions from SO is displayed
in Figure 1. The framework consists of three phases. On
the first phase, we retrieved all questions from SOTorrent
in which the author used the microservices tag, resulting in
2,980 microservice-tagged questions. Next, we filtered the
discussions, as described in Section II. This resulted in a total
of 2,186 microservice-tagged discussions.

SO employs five different proxies for popularity: Answer-
Count, ViewCount, CommentCount, FavoriteCount, and Score.
For each of these metrics, we ranked the microservice-
tagged discussions and extracted all discussions above the
3rd quartile of the distribution. Our rationale is that popular
questions in the SO community will less likely be affected by
noise [19][20]. Finally, we collected a corpus of 1,043 relevant
microservice-tagged discussions according to each of the five
popularity proxies employed by SO.

B. Classification of microservice discussions

The second phase of our experimental framework aims at
classifying the microservice-tagged discussions into separate

subsets. Consider the discussion whose question is “How to
stop a spring boot service from command line?”, for example.
As one can see, this discussion is much more related to
Spring Boot than to microservices. Hence, we defined this type
of discussions as Non-Related Discussions. In addition, we
noticed that some discussions debated microservice subjects
at different levels. While some dealt with low-level technical
issues, such as “Host WepAPI on Service Fabric”, others
debated high-level concepts, e.g., “Microservices: what are
pros and cons?”. These two types of discussions are inherently
different and need to be studied in a separate fashion. Thus, we
defined the first type of discussions as Technical Discussions
and the second one as Conceptual Discussions. Note that the
union of technical and conceptual discussions forms the set of
microservice-related discussions.

We employed a manual analysis procedure to classify each
microservice-tagged discussion into one of the three discussion
types defined above. In the manual analysis, two authors of
the paper separately served as reviewers for the same subset
of discussions. In case of disagreement, the two reviewers
debated the classification until an agreement was reached.
In case of no agreement after debating, a third author was
involved to settle the classification.

Initially, we considered technical discussions to be the ones
mentioning microservice technologies. Thus, we leveraged the
list of 42 microservice technologies provided by Jamshidi
et al. [6]. Through a mixed method of token matching and
regular expressions, we identified a preliminary set of tech-
nical discussions. To cover for microservice technologies not
included in the list, we manually reviewed the discussions not
initially classified as technical to identify additional technolo-
gies. Finally, we identified 27 new microservice technologies,
resulting in a final set of 468 technical discussions. For this
manual analysis, the inter-reviewer agreement rate was 94.4%.
Next, we manually analyzed the remaining 575 discussions to
identify the conceptual and non-related discussions. As a re-
sult, we reached the final subset of 313 conceptual discussions
and 262 non-related discussions. For this manual analysis, the
inter-reviewer agreement rate was 74.9%.

C. Topic Modelling

On the third phase, we employed topic modelling to group
both technical and conceptual discussions into different sub-
jects and categories. First, we performed three pre-processing
steps according to surveys and guidelines on the application of
topic modelling in software engineering [21][22]: stop words
removal, lemmatization and pruning. For stop words removal
and lemmatization, we employed a curated dataset of English
stop words [23] and the SpaCy library [24], respectively. For
pruning, we removed the words that appeared in more than
80% and less than 2% of the documents [21].

For the topic modelling, we employed Latent Dirichlet
Allocation (LDA) [25], and the mallet tool [26]. The LDA
settings were configured based on guidelines [21], followed by
empirical experimentation on our own dataset. We used k =
20 topics, being each topic described by 15 words. The same



Technical

Communication
Message Queue (9.62%)

REST (6.41%)

Security

Data Handling

Token Authentication (5.34%)

Best Practices

Deployment

Development

Technologies

Infrastructure

Patterns

API Gateway (6.20%)

Service Discovery 
and Load Balance

Circuit Breaker (1.92%)

Code Sharing (3.42%)

Dependency Management (3.21%)

Migration (7.05%)

Testing (2.78%)

Netflix Eureka (13.68%)

Microsoft Technologies (7.48%)

Amazon Technologies (2.78%)

Containers (10.90%)

Network (4.49%)

Resource Management (2.14%)

Conceptual

Communication Message Queue (8.62%)

REST (4.15%)

Security

Data Handling

Token Authentication (11.82%)

Best Practices

Deployment

Resilience

Patterns

API Gateway (8.31%)

Service Discovery 
and Load Balance

Fault Tolerance (2.88%)

Data Exchange (3.19%)

Strategies ESB (1.60%)

Cross Service Authentication (6.07%)

Data Denormalization (10.86%)

Data Sharing (4.16%)

DDD (3.83%)

Architecture (10.86%)

Versioning (4.79%)

Integration Testing (4.15%) 

(a) Technical Subjects (b) Conceptual Subjects

(5.98%)

(16.03%)

(14.10%)

(16.46%)

(23.94%)

(17.53%)

(3.19%)

(17.56%)

(17.89%)

(15.02%)

(26.19%)

(8.94%)

Local/remote (3.42%)

Data Sharing and Database Scaling (4.70%)

Fig. 2: Categorization of microservice-related subjects discussed in technical and conceptual discussions on StackOverflow, as
identified by LDA topic modelling. In addition, we report the proportion of discussions in which each subject is discussed.

settings were used for the LDA execution on both technical
and conceptual discussions.

Finally, the topics provided by LDA were interpreted by all
authors of the paper in group sessions, where we created a cat-
egorization for each subset of discussions. Furthermore, LDA
provides not only the set of topics but also the similarity of
each discussion to each extracted topic. Hence, we leveraged
this information to identify the most discussed subjects.

IV. EMPIRICAL STUDY RESULTS

A. RQ1: What microservices-related subjects are developers
discussing on StackOverflow?

Our interpretation for LDA’s extracted topics for the tech-
nical and conceptual discussions are displayed in Figures 2a
and 2b, respectively. Each of the 20 topics extracted by LDA
was interpreted as a single subject of discussion. These are
represented by the endpoints in the categorization. In addition,
we merged related topics into the same subject. For technical
discussions, we merged two topics into Message Queue and
other two into Microsoft Technologies, obtaining 18 technical
subjects. For conceptual discussions, we merged two topics
into Message Queue, two topics into DDD and two topics into
Data Sharing. Finally, we interpreted one of the conceptual
topics as inconclusive, resulting in 15 conceptual subjects.

The categories were designed by us to group related subjects
into high-level concerns. Furthermore, for each subject and
category, we display the percentage of discussions described
by the subject. Consider the REST subject, for example. The
figure indicates that one of the topics extracted by LDA for
the technical discussions is related to the REST technology. In
addition, 6.41% of technical discussions are discussing REST.

Due to space constraints, we cannot delve into all the details
of our categorization. Nevertheless, we discuss a few key
points next. First, consider the Message Queue and Token
Authentication subjects, for example. These concepts arose as
solutions and patterns for new challenges presented by the
microservice architecture. As one can see, both are highly
discussed subjects, as 9.62% and 8.62% of technical and con-
ceptual discussions debate Message Queue, respectively. For
Token Authentication, the results are 5.34% and 11.82%. The
high rate of discussion for these two subjects in both technical
and conceptual discussions indicate that these subjects may
still be considered as ‘open problems’. Even though developers
discuss the tools that implement these subjects, SO’s users are
still discussing the basic concepts around these subjects in
order to obtain a better understanding of these concepts.

Differently, consider the Containers subject. Although rep-
resenting 10.90% of technical discussions, Containers are not
discussed in conceptual discussions. This may indicate that
this is a well-defined and understood concept within the
microservices community, in which developers mostly discuss
the tools and technologies that implement it.

Although similar, microservices are not a variation or an
evolution of SOA [27]. Nevertheless, we noticed that the
difference between microservices and SOA was a cross-
cutting concern within microservice discussions on SO. This is
exemplified by the Architecture subject, which was discussed
in 10.86% of conceptual discussions, where developers mostly
discussed the differences between these architectural styles.

Moreover, one may notice that 1.60% of conceptual dis-
cussions are concerned with the ESB pattern. ESBs were a
dominant communication strategy in SOA applications, yet
its usage in the microservice architecture is highly inad-



visable [1][28]. Hence, ESBs do not appear as a subject
in technical discussions, which indicates that the microser-
vices community indeed avoids this communication strategy.
A similar scenario concerns the Fault Tolerance subject in
conceptual discussions. Although it is a relevant and serious
issue in SOA applications, its lack of discussion in technical
discussions may indicate that this a ‘solved’ problem in the
microservice ecosystem. In fact, fault tolerance is seemingly
transparent for microservice developers nowadays as most
cloud providers, such as Microsoft and Amazon, provide fault
tolerance capabilities [29][30].

We also highlight subjects that are not listed in either techni-
cal nor conceptual categorizations. Consider canary testing and
blue/green deployment, for example. Both subjects received a
great amount of attention from both academic [31][32] and
industrial [33][34] practitioners due to its applicability to the
microservice architecture, yet these do not appear as subjects
of discussion on SO. On the one hand, this may indicate
that microservice developers are still mostly unaware of such
deployment strategies. On the other hand, canary testing and
blue/green deployment might simply not appeal to the wider
microservice developer community.

As an answer to RQ1, we report developers discussing
subjects related to Communication, Security, Data Handling,
Best Practices and Deployment in both technical and con-
ceptual discussions. Subjects concerned with Development,
Technologies and Infrastructure are only discussed in technical
discussions while Resilience is only discussed in conceptual
discussions. Moreover, subjects discussed in both technical
and conceptual discussions may indicate open problems in
the microservice ecosystem. Differently, the absence of certain
subjects from technical discussions may indicate either ‘solved
problems’ or concepts that need a wider uptake by microser-
vices practitioners. Finally, our observations are based on our
interpretation of the categorization, where additional studies
are necessary for a full comprehension of these phenomena.

B. RQ2: What microservice-related subjects receive the most
attention from developers?

In RQ1, we presented the microservice-related subjects
being discussed on StackOverflow, followed by the number
of discussions concerned to each subject. In this context, one
may assume that the amount of discussions on SO directly
reflects the attention a subject receives from the community. To
investigate this assumption, for both technical and conceptual
discussions, we ranked the subjects according to each of
the five popularity metrics employed by SO, as described in
Section III-A. Due to space constraints, we limit our discussion
to the ViewCount and AnswerCount metrics, as these reflect
the most different aspects of SO’s popularity.

For technical discussions, the discussions related to Netflix
Eureka present a total of 116,485 views and 102 answers on
SO, being ranked 1st for both metrics. In this case, we assessed
that the subject with the largest number of discussions has also
received most of the attention from the community. However,
this is not the case for other subjects in technical discussions.

Containers, for example, represent the second biggest amount
of discussions, yet it is ranked 7th and 4th in number of
views and answers, respectively. This indicates that although
constantly asked, containers questions neither attract many
developers nor encourage users’ interaction.

When considering conceptual discussions, we noticed that
the two subjects with most discussions (Token Authentication
and Data Denormalization) ranked 1st and 2nd in both num-
ber of views and number of answers. However, DDD only
represents 3.83% of conceptual discussions, yet it ranked 4th

in number of answers. This indicates that particular subjects
may attract more discussion than others.

Finally, we highlight that popularity and attention on Stack-
Overflow do not reflect the quality and/or amount of devel-
opers concerned to a certain subject or technology. As an
example, our data indicates that Microsoft Technologies are
more discussed than Amazon Technologies, while also being
ranked above for both number of views and answers, yet
Amazon holds the biggest market share in the cloud computing
ecosystem [35]. Similarly to RQ1, further studies and analyses
are necessary for a complete understanding of this issue.

V. THREATS TO THE VALIDITY

External: Our observations may not generalise for the entire
microservice development ecosystem since we consider the
data from a Q&A website as a representative sample of the
community. To mitigate this threat, we used the StackOverflow
data, which is the biggest computer science Q&A platform,
being employed in many other studies [11][12][13][14][15].
Internal: Our manual classification of discussions and inter-
pretation of topics may present personal biases. To alleviate
this threat, the manual classification involved three authors
of the paper, in which we achieved up to 94% agreement
rate. The topics’ interpretation was performed in open-debate
sessions involving all authors of the paper. In addition, there
might be microservice-related discussions that did not employ
the ‘microservices’ tag, and therefore, were not included in
our study. Nevertheless, we identified and analysed 1,043
discussions, which we consider to be a representative sample
to base our observations upon.

VI. CONCLUSION

This paper presented an analysis of microservice-related dis-
cussions on StackOverflow. We classified 1,043 microservice-
tagged posts into technical (44.87%), conceptual (30%) and
non-related (25,13%) discussions and, taking into account the
first two groups, we categorized the discussions using a topic
modelling approach. We found 18 and 15 subjects for technical
and conceptual discussions, respectively. Our findings indicate
that Netflix Eureka is the most viewed and answered subject
within technical discussions, while its conceptual counterpart
is Token Authentication.

As future work, we plan to perform a detailed analysis
regarding subjects’ popularity on SO and its connection to
usage in the microservice ecosystem. More specifically, we
intend to share and discuss our findings with the microservice
developer community in order to validate and enrich our study.
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